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Abstract

The presented topic deserves attention because of its extreme usefulness, simplicity of its impact on the initial training in
programming. This article discusses the basics of programming and features of work in the Logo environment, focused on the
education and use of information technology, includes tools that allow you to display images in the style of commands of the Logo
programming language.

The inclusion of the elements of the Logo environment and the recursiveness underlying this language into interactive mathematical
environments, for example, in GeoGebra, allow learners to create programs for solving a particular class of problems, which allows
us to speak about the object approach when studying the content line of the school informatics course “Basics of algorithms and
programming”, and the procedural programming approach characteristic of the Logo environment allows the formation of the
corresponding features (logical, algorithmic thinking of students). A sufficiently easy to learn programming language in the Logo
environment allows students to create programs and demonstrate unlimited possibilities for implementing mnemonics. The examples
are series of simple examples of execution of command systems by the virtual executor “turtle” and the results demonstrating the
creation of images with the help of a turtle are given.
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Introduction

The main goal of the school course “Informatics
and ICT” is to form the basis of algorithmic thinking
in students, which means the ability to solve problems
of various origins, requiring the preparation of the
action plan from the final set of commands and control
structures for the performer to achieve the final result.

The purpose of learning of Algorithmization is to
master the students’ methods of building algorithms
and the formation of the foundations of algorithmic
culture.

The success of the students in mastering the
topic “Basics of Algorithmization and Programming”
depends largely on the general training skills they
have acquired, starting with the propaedeutic course
of informatics and ICT. Therefore the skills that form
the basis of algorithmic thinking should be formed
as early as possible, which, means, starting with the
propaedeutic course. When studying algorithms in
the propaedeutic course, the development aspect is
fundamental, and algorithmic thinking is increasingly
recognized as a vital skill, as evidenced by many
publications [1—6].

Recently, interactive mathematical environments
(IME) have become widely used in educational activities
around the world as the means of developing ICT
competence of students, and for developing research
skills in mathematics and computer science lessons,
extra classes, electives, and etc., particularly,
increasing motivation in the study of mathematics
and computer science using IC is a global trend,
e.g., such as the basics of modeling, algorithms and
programming, creating and researching material and
information models.

The scientific and pedagogical literature describes
various approaches to learning algorithmization
and programming. The role of mathematics in the
development of logical thinking is extremely large [7],
the use of algorithmic method and the formation of
students algorithmic thinking is becoming an actual
topic of today, and the skills of using algorithms in
practical work are components of computer literacy.

In solving mathematical, engineering and any other
problem in practice, there are two approaches to the
computer implementation of models and the solution
of these problems using application software.

The first approach is based on the fact that:
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e to carry out simple calculations, the user must
master algorithmization and programming with
the help of software tools or a set of educational
worlds Logo, Idol, etc.

e algorithmization, learn one or more high-level
programming languages, such as Pascal, C, etc.

The second approach is to use specialized
software systems for automation of mathematical
and engineering calculations, for example, MathCad,
MatLab, Mathematica, Maple, MuPAD, GeoGebra, etc.,
designed for professional users.

Among the programs developed for education in
secondary school, we want to highlight the software
GeoGebra [8]. The main ideology of the implementation
of GeoGebra is to acquire the students the geometric,
algebraic, and numeric representations in an interactive
mode [9, 10].

The GeoGebra package is a free (free) educational
mathematical program that combines geometry,
algebra and the beginning of analysis, has a rich
ability to work with functions, it can be used to build
graphs of functions, solve problems in planimetry and
stereometry; it allows you to visualize mathematics,
conduct experiments, calculations, etc.; perform the
construction of various objects and consider them in
dynamics [11].

Didactically reasonable application of software
packages in the educational process helps to increase
the level of fundamental character of mathematical
education [12]. Integration of visualization capabilities
of learning outcomes, for example, integration of Logo
elements into the GeoGebra package contributes to
more effective implementation of the most important
didactic principles “from simple to complex” and
“maximum visibility and ease of work”, and the
“friendly interface” of such packages develop and form
students’ skills of independent learning and cognitive
activity necessary for career guidance and further
training at the University [13, 14].

As a didactic tool for mastering the basics of
programming, it is convenient to use instructional
performers of algorithms (virtual performers Turtle,
Grasshopper, Draftsman, etc.) and instrumental
programming environments or a set of training
worlds Logo, Python, CuMir, Game LabKudu, etc.
Many prominent scientists, methodology researchers
and experts from Russia, European Union and
United States believe that the use of performers from
a methodological point of view is very effective. The
implementation of the principle of visibility is clear
from the many virtues of the performer’s tasks and
increases the interest in the process of solving the
problem.

At the laboratory of Artificial Intelligence of
the Massachusetts Institute of Technology (MIT,
USA), Professor Seymour Papert generated a simple
and elegant programming language Logo in 1967.
Moreover, he produced an environment for the
implementation of Logo programming language, where
the learners can easily learn programming, develop
thinking, generate creative and research skills, obtain

cognitive independence [15]. The name of the language
comes from the Greek “logos” — “word, thought,
meaning, idea”.

There is the performer of commands “turtle” there
in the Logo programming, which can move “turtle”
forward on the screen for a specified number of steps
and change the direction of its movement. Meantime,
during its movement, the turtle can leave a mark
on the screen in the form of line segments, tracing
certain shapes, or it moves without leaving a mark.
The set of commands, understood by the performer
“turtle”, forms the basis of the Logo language. The
virtue in the simplicity of the Logo language have
made a revolutionary impact on the initial training
in programming [16, p. 343—349; 17, p. 130—139;
18-20].

1. Turtle control commands

The children of a primary school, or, moreover,
pre-school age learners are able to understand the Logo
language. Therefore, there are variety of software
environments exist there. These environments are
mainly focused on learning and rely on further
utilization of information technologies and tools, which
are included there. The utilization of information
technologies along with programming tools used allow
to display images in the style of Logo programming
language commands. These Logo programming
language command have been described in GeoGebra
[21], where the Turtle control was implemented by
a set of commands: Turtle, TurtleBack, TurtleForward,
TurtleDown, TurtleUp, TurtleLeft and TurtleRight,
performed via the input line, as well as with the
“(» Play” n “(W) Pause” buttons located in the lower
left corner of the “Canvas” panel. At the same time
on the canvas may be several turtles.

We will focus on a brief description of above
mentioned commands and, moreover add-on some
additional commands.

Turtle initiation and drawing modes.

A. Turtle[]
B. TurtleUp[name]
C. TurtleDown[name]

A) At the command A, a bug is installed at
the origin with the current possible direction of
movement — “to the right”. By default, her name is
turtlel (turtle2, turtle3, ...). To assign a custom name
to a turtle, the command A should be executed in the
form name = Turtle []. It is permissible to initiate
several turtles on one canvas at a time, and in the
future each of them can participate in creating of an
image independently of each other.

B) At the command of B, the drawing mechanism
of the turtle is blocked, that is, the mode is activated,
in which the turtle leaves no trace behind itself (the
pen rises).

C) At the command C, the drawing mechanism of
the turtle is activated, that is, the mode is activated
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in which the turtle leaves a trail when moving (the
feather is lowered). This mode is the default.

Move the turtle back and forth.

A. TurtleForward[name, dist]
B. TurtleBack[name, ]

A) At the command A, the turtle with the name
[rame] is arranged moving forward at a distance [dist]
in the current direction. At the same time, if the
“() Pause” button is visible, the bug starts moving
right away, and if the “@ Play” button is visible,
only after clicking on it with the left mouse button.
However, you can start the movement of the turtle
using the StartAnimation[]. The turtle, whether leaves
a mark or not, which is dependent on the current
TurtleDown or TurtleUp mode, e.g. such as, in a case,
when clicking TurtleDown the drawing is done, but with
TurtleUp — no. Next, manipulating with a turtle, it is,
for the most part, useful to bring a grid to the canvas,
which can be done through the “Settings” panel.

The image displayed by the turtle is in the form
of a trace. The turtle itself is a single object, which,
formally, is the Style command as output, practically,
independent from the user. Through the “Settings”
panel you can only change the color of the bug’s trail.
However, this change will be valid only if the trace
is selected (active). In addition, you can change the
design of the turtle itself by setting the name of the
file with its new image on the Style tab of the specified
panel. The removal of a trail can only be done if it is
completely removed.

B) At the command B, the movement of a bug
with the name [rame] is generated at a distance [dist]
back, that is, in the direction opposite to the current
one. In other words, the turtle, while is moving, goes
backwards, without changing directions. Leaving or
not leaving a trace in this case is understood as of the
execution of the command A. The “() Pause”-“(») Play”
switch button also acts as in A.

Rotate the bug at a given angle.

A. TurtleRight[name, angle]
B. TurtleLeft[name, angle]

A) At the command A, the turtle turns from the
current direction to the right (clockwise) at an angle’
measurement in radians. To angle measured in degrees,
it should be written in the form of angle. At the
same time, if the “(M) Pause” button is visible, then
the A turtle starts to rotate immediately, and if the
“(® Play” button is visible, then, only after clicking
on it with the left mouse button.

B) At the command B, the turtle is rotated from
the current direction to the left (counterclockwise) at
an angle in radians. To angle measured in degrees, it
should be written as in the form of angle. At the same
time, if the “@ Pause” button is visible, then the
A turtle begins to turn immediately on A, and if the
“(® Play” button is visible, then, only after clicking
on it with the left mouse button.

Transferring a bug to a new position.

A. SetCoords[name, x, y]

A) At the command A, the turtle named [rame] is
transferred to the position (x, y) without drawing and
without changing a direction.

2. Examples of drawing a turtle

This section contains a series of simple examples
demonstrating the creation of images with the help
of a bug, including use of single and multiple cycles.

Example 1.

Write the code by which the turtle draws an
equilateral triangle with side length of 2.

Decision.

The code, which is required to solve the proposed
problem, is shown below at the left. According to it,
the turtle with the name tu is the first code to set it
at the origin with the direction of movement along
the abscissa to the right (tu=Turtle []). Furthermore,
tu, moves two units in the specified direction
(TurtleForward [tu, 2]) and then turns left 120°
(TurtleLeft [tu, 120°]). The last two commands are
repeated two more times. Afterwards, by executing
presented commands and further, by clicking on the
“(» Play” button, the image is displayed at the right
next to the commands will be drawn (fig. 1).

tu=Turtle[]

TurtleForward[tu, 2]
TurtleLeft[tu, 120°]
TurtleForward[tu, 2]
TurtleLeft[tu, 120°]
TurtleForward[tu, 2]
TurtleLeft[tu, 120°]

Click((®)

%

Fig. 1

Organization of cyclic calculations.

A. Repeat[n, coml, com2, ..., comk]
B. SetValue[objl, 0bj2]

C. SetValue[list, n, obj]

D. SetValue[bo, s] (s =0, 1)

A) By the command A, the repeated execution of
the coml, com2, ..., comk script commands is carried
out n times. These commands are listed and described
in the “Scripting” help section. In particular, all



NEQATOTMYECKMIA ONbIT

commands for controlling the turtle belong to the
script commands. Next, it is important to note that
the nesting of Repeat commands into each other allows
you to organize calculations with multiple cycles.

B) At the command B, the existing free object 0bj1
is replaced with the object 0bj2.

C) At the command C, the free object, which is the
nth element of the list, is replaced with the obj object
(n=1, 2, ..., Length[list]).

D) On the D command, the existing Boolean
variable bo takes the Boolean value true if s = 1, and
false if s = 0.

Example 2.

)f=x

SetValue [f, RandomElement [{sin(x), cos(x), 2,

In(x), tan(x)}]]

In this case, at the canvas displays a graph of the
function f(x) = x. Further, each execution of SetValue
leads to a pseudo-random replacement of this graph
by the graph of one of the functions sin(x), cos(x), 2,
In(x), tan(x).

2)k=0

SetValue [k, k + 1]

In this case, the variable k& takes the value O.
Further, each execution of SetValue results in an
increase in the value of k& by 1. Such syntax SetValue
is often used to organize cyclic calculations using the
Repeat command. At the same time, assignment of the
form k2 = k + 1 (and even k = number) is not allowed.

Example 3.

Solve the problem of Example 1 using cyclic
calculations.

Decision.

A couple of commands TurtleForward[tu, 2] and
TurtleLeft[tu, 120°] in the code of Example 1 is
repeated 3 times (fig. 2). You may reduce multiple
use of the code by using the command loop Repeat to
writing it in the following form:

tu=Turtle[]

Repeat[3, TurtleForward[tu, 2],
TurtleLeft[tu, 120°]]
StartAnimation|[]

A

2 4

Fig. 2

Example 4. Simple cycle.

Write the code that displays the correct n-gon
(n =3, 4,5, ...) with a side of length a.

Decision.

From the code from the previous example, the
solution to this problem can be obtained as follows.
We introduce the variable n with an integer value to
indicate the number of sides of the polygon and the
variable a with a non-negative value for the second
argument of the TurtleForward command. In order to
draw a regular n-gon with side a length, it is required
to turn the turtle to the left not by 120°, but by 360°/n.
The latter value is obtained as follows.

Due to the property of the sum of the angles
of n-gons (fig. 3), which states that the sum of all
internal angles of a regular n-gon is (n — 2)- %, which
corresponds to (n — 2)- 180, then one of its inner angles
is 180° — 180°(n — 2) / n = 180°(1 — (n — 2) / n) =
=360°/n. From here, the following code can be proposed
for solving the problem:

n="7

a=2

tu=Turtle[]

Repeat[n, TurtleForward[tu, a],
TurtleLeft[tu, 360°/n]]

Click((®)

Fig. 3

Comment. According to the code of Example 4,
“circles” can also be output, setting a sufficiently
large n.

Example 5. Double cycle.

Write a code that displays m nested n-gons with
a common vertex at the origin and one side which is
set on the positive direction of the X-axis (fig. 4).

Decision.

The code and the result of its execution with n =3
and n = 4 for solving the proposed problem are shown
below. The length of the side of the first polygon is a,
the next is a + h, the third is a + 2 h, and so on. Here,
m and n play the role of control variables for the outer
and inner cycles, respectively.

a=1

h=0.5

m=6

n=3

tu=Turtle[]

Repeat[m,

Repeat[n, TurtleForward[tu, a],
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1
a .“ 3
1 2 3 : 1 2 3

Fig. 4. Output by the code of Example 5 with n =3 and n =4

TurtleLeft[tu, 360°/n]], figure 5, which shows the result of the code execution
SetValue[a, a+h]] with n = 4.
Click(®) Execute[{“a=1", “h=0.5", “m=6", “n=3", “s=4"}]
n=3 tu=Turtle[]
n=4 Repeat]s,

Repeat[m,
Example 6. Triple cycle. Repeat[n,

TurtleForward[tu, a],
TurtleLeft[tu, 360°/n]],
SetValue[a, a+0.5]],

Suppose you want to display images obtained by the
code from the previous example with n = 3, 4, ..., s,
and the bug should do it with one stroke, that is, for

a given s at one run. TurtleUpl[tul,
TurtleForward[tu, m/2+n-1],
Decision. TurtleDown[tu],
The code shown below solves the problem. In this SetValue|a, 1],
case, all initial values for variables are entered with SetValue[n, n+1]]
a single Execute command. There is given below Click((»)

A

Fig. 5. Output by the code of example 6 with s = 4 (in one stroke)

7
2
41| SHe—ed 7
) O

Fig. 6. The output of the spirals according to the code of example 7 with n =3 and n =4
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Example 7. Spiral.

Write a code to display an image in the form of
a triangular, quadrangular, etc. spiral (fig. 6).

Decision.

The following solution shows the possible code and
the results of its execution.

In the code: n is the type of spiral (n = 3 is
triangular, n = 4 is quadrangular, etc.), a is the length
of the initial side of the helix, where & is the increment
in the length of the side of the helix with each turn,
m is the number of sides of the helix.

n=3

m=15

a=1

h=0.2

tu=Turtle[]

Repeat[m,

TurtleForward[tu, a], TurtleLeft[tu, 360°/n],
SetValue[a, a+h]]

n=3, m=15,a=1, h=0.2
n=4,m=20,a=1, h=0.1

3. Derivation of correct {n/m} stars

For the consideration of the following examples,
we have defined the concept of a “star”.

In order to do so, we have placed around the circle
n points at equal distance from each other, that is, to
set the correct n-gon. Further, each obtained point is
connected by a segment with the m-th (1 < m < n/2)
point of the circle by moving it clockwise. The result-
ing figure is called a {n/m} star or the star-shaped
form of the original convex n-gon. The vertices of the
{n/m)} star is considered to be the starting points, and
the sides are the intervals. The points of intersection
of the sides between themselves are not considered
to be the tops of the stars. Thus, an {n/m} star
has n vertices and m sides. A regular convex n-gon
may have several stellate forms. Namely, when n is
even, it has (n — 4) / 2 star-shaped forms, and when
n is odd, it has (n — 8) / 2 star-shaped forms [20].
If, for given n and m, a star exists and, moreover,
n and m are co-prime, then the star constitutes to
a single object, otherwise it breaks up into several
star-shaped forms.

Example 8.

Conclusion of the correct {n/m} star (n, m are
co-prime). Print the pentagonal, two heptagonal and
nine-square regular star-shaped n-gons.

Decision.

To build an {n/m} star, one needs to know the
magnitude of the rotation angle when changing the
direction of movement of the turtle. This angle can be
calculated using the formula o = 360°-m/n. In fact,
if the {n/m} star exists, then to build it, the turtle
should visit each of the n vertices, and therefore turn
around a total angle of 360°-m.

Hereafter, since the angles of rotation at each vertex
are the same, one such angle is equal to o = 360°-m /n.

Thus, for a pentagonal {5/2} star, this angle is 144°,
for a heptagonal {7/2} star, the angle is 720°/7, for
a heptagonal {7/3} star, the angle is 1080°/7 and for
a nine-corner star {9/4}, the angle is 160°. The code for
outputting the {5/2} star is shown below. If we want
to edit the code for other star(s), then it is obvious
that there is only concern exists with the changes in
the values of n and m occurred there. The results of
the calculations are shown in figure 7.

n=5

m=2

a=2

tu=Turtle[]

Repeat[n, TurtleForward[tu, a],
TurtleLeft[tu, 360°*m/n]]

Click((»)

n=5m=2

n=7,m=2

n=7,m=3

Example 9. Derivation of correct {11/m} stars.

Write a code to build a correct {1I/m} star with
a turtle with m = 2, 3, 4 and 5. With one launch, the
output should be carried out at once of all the required
stars, that is, be carried out using the “one pen stroke”.

Decision.
The code and the result of its implementation are
given below (fig. 8).

Execute[{«n=11», «m=2», «a=2», «h=4.5»,
«tu=Turtle[]»}]
Repeat[4],

Fig. 7. Output by the code of example 8 for different values of n and m
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D)

Fig. 9. Conclusion of {13/m} stars with m =2, 3, 4, 5 and 6

Repeat[n, TurtleForward[tu, a],
TurtleLeft[tu, 360°*m/n]], SetValue[m, m+1],
SetValue[h, h-0.5], TurtleUp[tu],
TurtleForward[tu, h], TurtleDown[tu]]

Click((®)

Example 10. Derivation of correct {13/m} stars.

Write a code to build a correct {13/m} star with
a turtle with m = 2, 3, 4, 5 and 6. At one launch, the
output should be carried out at once of all the required
stars, that is, to be carried out with “one stroke of a pen”.

Decision.

The code for solving the proposed problem is easily
obtained by cosmetic editing of the code from the
previous example. The resulting code and the result of
its implementation are given below (fig. 9).

Execute[{“n=13", “m=2", “a=1.5", “h=4.5",
“tu=Turtle[]"}]

Repeat]5,

Repeat[n, TurtleForward[tu, a],
TurtleLeft[tu, 360°*m/n]], SetValue[m, m+1],

SetValue[h, h-0.5], TurtleUp[tu],
TurtleForward[tu, h], TurtleDown[tu]]

Click((®)

4. Drawing a turtle with the help of controls

It is quite simple by managing the “Turtle”
(fig. 10). commands entered through the input line.
However, it is even easier to perform this, if you
activate the corresponding commands with the help of
control elements. We described below how we handle

44

this work at the presented mini-application there. The
set of controls for such application should look like the
one shown in figures 11—15 and the individual controls
should act as follows:

e in a blank document, the initiation of a turtle
(Turtle [ ] command), that is, placing it at the
origin and indicating the direction of movement
to the “right” should be done by clicking the left
mouse button on the general purpose button

Yepenaluka

Fig. 10

e setting “Draw” mode is to leave a trace when
moving by a bug and “Do not draw” is to move
a turtle without drawing (TurtleDown and
TurtleUp commands) should be done with one
bo slider with two logical values 0 and 1. When
bo = 0, the mode should be “Do not draw”, and
when bo = 1 is “Draw”. On the canvas, this
element may look as follows

Pucoeate

He pucoBaTs

Fig. 11

e moving the turtle forward or backward to
a distance dist (TurtleForward and TurtleBack
commands) should be implemented by an
associated pair of controls: a slider and a general-
purpose button. On the canvas, these elements
may look like this.
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MepemecTuTe Ha 1

Fig. 12

This bundle of elements should work as follows.
The slider is used to set the displacement amount
dist with the update dist above the slider. Each
click of the left mouse button on the “Ok” button
triggers one of the TurtleForward or TurtleBack
commands using the current dist value. More
precisely, if dist > 0, then TurtleForward is
moving the turtle to a distance dist ahead in
the current direction, and if dis ¢ < 0, then
TurtleBack is moving the turtle to a distance
/dist/ in the opposite direction to the current;

the turtle turns to the left, that is, counterclock-
wise, or to the right, that is, clockwise to the
angle o (TurtleLeft and TurtleRight commands)
must be implemented by an associated pair of
control elements: a slider and a general-purpose
button. On the canvas, these elements may look

like as this:
Ok I

[NoBepHYTE Ha Qg
Fig. 13

This bundle of elements should work as follows.
A slider sets the angle of rotation o with the
update a above the slider. Each click of the left
mouse button on the “Ok” button is activated by
one of the TurtleLeft or TurtleRight command
by using the current command value. More pre-
cisely, if a. > 0, then TurtleLeft works by turning
the turtle at an angle o counterclockwise, and
if a < 0, then TurtleRight works by turning the
turtle at an angle |o| clockwise;

the rapid movement of the turtle to the position
(x, y) of the canvas (SetCoords command) must
be achieved by the associated triple of control ele-
ments: two sliders and a general-purpose button.
On the canvas, these elements may look like this:

Number
~® b=5

® bo=0
8 c=4

® dist=1 5
~® a=157

Text 4
@ text! = "MosepHyTb Ha 90°*

® textz = "He pucosare Pwt
—® textd ="MepemecTTs Ha 1"

- ¢ | ok|
y=1 ®

Fig. 14

This bundle of elements should work as follows.
Sliders set a specific point (x, y), and clicking the
left mouse button on the “OFk” button triggers
the SetCoords command, which moves the turtle
to the (x, y) position without drawing and
changing the current direction of movement.

To create the required application, it is significant
to show how to form the above-mentioned control
elements and make them work exactly as described
above.

1) button. Use the “ Button” tool
to display a general-purpose button on the canvas.
Using the context menu, open the “Settings” panel,
on the “Basic” tab, create the “Turtle” heading, and
on the “Scripts” tab, assign the “On Click” event
handler as a geogebra script consisting of one command
tu = Turtle []. This will ensure the execution of this
script when you click the “Ok” button with the left
mouse button, which means it will initialize the turtle
with the name tu and output it in the current position
with the initial direction of movement “to the right”.
Note that in a blank document, the default starting
position is the origin.

2) Slider with the inscription “.

Using the “H Slider” tool, we will display on the

PHCOBATE PI-ICOBETI:

canvas a control element with the same name as the
name bo. Using the context menu, make the slider to
be invisible label, and through the “Settings” panel,
set the smallest value for it as 0, the largest value as
1, and step is 1.

Thus, the bo slider will be appointed to two values
as 0 and 1, which will determine the drawing modes
“Draw” and “Do not draw”. Since we refused to display
the slider’s label, instead of it, using the “Text” tool,
we will output the corresponding text message “Do

not draw Draw”.
(o

3) A bunch of slider and “
button. Using the “ Slider” and “ Button” tools,
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Fig. 15. A set of controls for manipulating a bug
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we will display on the canvas a slider with the name
dist, a general purpose button with the title “Ok” and
place them one after the other.

For a dist slider through its context menu, its
label is invisible. Using “Settings” panel we define for
dist the smallest value as -5, the largest value as 5
and the step — 0.1. With this slider we will set the
magnitude and direction of movement of the turtle.
Namely, when you click the general purposed button
“OFk” with the left mouse button, the movement is
assumed: by distance |dist/: in the current direction,
if dist > 0, and in the opposite direction, if dist < 0.
Since we have refused to display the slider’s label,
instead of it, using the “ Text” tool, we will display
a text inscription with constant and variable parts in
the form “Move to ”. If we create an inscription,
its variable part must be formed in the bordering box.

For the general purpose click the button “Ok”, open
the “Settings” panel and on the “Scripts” tab, assign
the “On Click” event handler a geogebra-script as:

If[bo==1, TurtleDown|[tu], TurtleUp[tu]]
TurtleForward[tu, dist]

Then each time you click the left mouse button
on the “OF” button, this script will be executed, that
is, the bug will move a distance /dist/ in the desired
direction, and with or without drawing, as required

by the value of the bo slider.

MoeepHyTs Ha 90°
4) A bunch of slider and “ L

button. Using the “ Slider” and “ Button” tools,

we will bring up the slider button, the general purposed
button with the title “Ok” on the canvas and place
them one after the other.

For the slider a, via the context menu, to make its
label invisible, and on the “Settings” panel we define
the smallest value as —360°, the maximum value as
360° and the step — 5°. This slider will set the current
direction of movement of the turtle. Since we refused
to display the slider’s label, instead of it, using the
“@ Text” tool, we will display a text inscription with
constant and variable parts in the form “Rotate to IE”.
If we want to create an inscription, its variable part
must be formed in the bordering box.

N17025=

For the general purposed button “Ok”, open the
“Settings” panel and on the “Scripts” tab, assign the
“On Click” event handler as a geogebra script from one
TurtleLeft[tu, o] command. Then each time you click
the left mouse button on the “Ok” button, this script
will be executed, that is, the bug will turn to the angle
Ja/: counterclockwise, if a > 0, and clockwise, if a < 0.

5) You can move the turtle to any position of the
canvas by using the dist slider and the associated
“OF” button. But there is no control over the speed of
movement of the turtle. Therefore, to quickly move the
turtle without drawing you need to create a different
mechanism. And it can rely on the SetCoords[tu, x, y]
command previously described. We show how this can
be done. We will display on the canvas two sliders b and
¢ with values b and ¢ from -10 to 10 in increments of
0.1 and the associated general purposed button “OFk”.
The first slider will set the value of the abscissa x,
and the second is the value of the ordinate y at the
new position (x, y) of the turtle. Hide the marks of the
sliders, and instead of them we will display text labels
with constant and variable parts of the form “x:@”
and “y=”. Moving the turtle to position (x, y) will
be by clicking the left mouse button on the “Ok” but-
ton, to which the SetCoords script[tu, x, y] must be
assigned to the “On Click” event.

6) Through the context menu, the positions of the
sliders and text labels will be (Absolute Position On
Screen).

An application for manipulating a turtle with the
help of control elements has been created and you can
get drawing of associated work (see fig. 16). Note that
all controls of the bug could be brought to “Cloth 2”.

Comment. Since a single object is drawn by a turtle,
it is impossible to remove or correct its incorrectly
drawn parts. Using the Ctrl+z key, the entire trail of
the turtle is removed from the canvas, and through the
“Objects” panel you can delete the turtle itself. It is
impossible to restore the image using the Ctri+y key.
It is also impossible, having saved the trail, to delete or
make an invisible bug. In addition, if you write an image
created by a turtle into a ggb-file, then when you open
it, the trace will disappear. You can save such a picture
by writing it, for example, in the form of a png-file.

Hé pitoBaTL PucoBams
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Fig. 16. Example of drawing a turtle with the help of controls




NEQATOTMYECKMIA ONbIT

Finding

The main idea of transferring the Logo elements
to the programming plane in the GeoGebra computer
environment is to discover the fascinating programming
power for learners. Such knowledge in programming
allows the learners to be well-familiar with the
computer tools, too. Moreover, acquired programming
power alongside with the utilized computer tools
authorize the learners to build new knowledge of the
concepts of the objects along with their properties
and operations on the objects. Meantime, the learners
are covering the mainstream of tasks by creating
images, models and sketches through integration of
the interface of the computer environment with the
elements of the programming tools. This approach of
using computer programs in training allows you to:

Firstly, the environment of GeoGebra with the
elements of the Logo allows for a new assessment of the
role of new technologies in education, which consists of
not only in demanding new competencies from teachers,
but also in using an integrated environment to expand
the capabilities of students’ research skills.

Secondly, computer technology and computer
environment with integrated programming elements
allow us to improve the quality in the field of educational
and cognitive activity, which are subjected to the training
purposes. Such training or professional development
creates the opportunity to further betterment of cognitive
activity, where learners cultivate research spirit to
implement the didactic principle of visibility to visualize
the results by solving various mathematical problems.
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SJIEMEHTbI LOGO B GEOGEBRA
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Annomauyus

3adBIeHHAA TeMa 3acCIy;KUBaeT BHUMAaHUA B CUJIY CBOEH UPe3BBIUAIHON IT0JIE3HOCTH, IPOCTOTHI CBOETO BJIMAHUA Ha HadYaJbHOE
o0yueHre MpOrpaMMUPOBAHUI0. B JaHHOI cTaThe pacCMaTPUBAIOTCA OCHOBBI IIPOrPAMMUPOBAHUA U 0COOeHHOCTH paboTel B cpexe Logo,
OPUEHTUPOBAHHOI Ha O0yueHWe U WCIOJb30BaHUE MH(POPMAIMOHHBIX TEXHOJIOIUI, BKJIYAIOTCH CPEACTBA, ITO3BOJIAIOIIE BHIBOAUTH
n300paskeHusi B CTUJIe KOMaH/[ sS3bIKa mporpammupoBanus Logo.

Brutouenue 37eMeHTOB cpegbl Logo B MHTepaKTHBHBIE MaTeMaTuuecKue cpenbl, Hampumep B GeoGebra, m jesxamiue B 0CHOBe
9TOT0 A3BIKA PEKYPCHUBHOCTb JAIOT BO3MOYKHOCTH OOYYAIOIMMCSA CO3[JaBaTh IIPOTPAMMBI AJIA PelleHWs KOHKPEeTHOro KJjacca 3ajad,
YTO IIO3BOJIAET TOBOPUTH 00 OOBEKTHOM IIOAXOMe IPU U3YUEHUU COAEPIKaTeIbHON JWHUU IITKOJBHOTO Kypca wHGopMaTuku «OCHOBBHI
aITOPUTMU3ANUY M [IPOTPAMMUPOBAHUA», a8 XapPaKTePHBIN AJisA cpexbl Logo «IpOIeAypHBIH IOAX0[ IPOrPaMMIPOBAHUA» TO3BOJIAET
(hopMUPOBATH COOTBETCTBYIOIIIIIE CTUIN MBIILIEHUS 00yYAOIUXCcs (JIOTUYECKOe MBIIILIeHNEe, aJIrOPUTMUAYECKOe MEbIILIeHue). [locTaTouno
MPOCTOM JJIsT YCBOEHUS S3BIK IIPOrPaMMUPOBAHUSA B cpefe Logo mo3BosisieT 00y4YaOIIMMCsA CO3[aBaTh IPOrPaAMMEI U J[€MOHCTPUPOBATH
HeOorpaHWYEeHHBIE BOBMOYKHOCTY Peajn3allii MHEMOHUKU. B cTaThe MpUBEEHBI CEPUU IIPOCTLIX IPUMEPOB BBITIOJHEHUSA CUCTEM KOMAaH[
BUPTYaJIbHBIM HCIIOJTHUTEJIEM «UepelaliKka» U pe3yJbTaThl, JeMOHCTPUPYIOIINE CO3[JaHNe N300PaKeHHUI C TOMOIIbI0 «YePelaIIKu».

Knroueévle cno6a: oCHOBBI noporpaMMHupPOBaHuA, cpenga Logo, OCHOBBI A3BIKA Logo, HUCIIOJTHUTEJIb, CUCTEMA KOMaH[.
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HOBOCTMU

Poctex paspaboran mepBblii CynepkoMIbIoTep Ha 6ase MpoIeccopoB «IMbOpyc»

VMHIYM um. U. C. bpyka, BXOopAmuUil B KOHLIEPH «AB-
TOMaTHKa» rocKopropauum PocTex, coBMeCTHO C TpymHIoit
kommaunit PCK paspaboras mepBsiil CyepKOMIIBIOTEp Ha
POCCHIICKIX BOCBMUSIIEPHBIX MUKPOIIPOLieccopax «mbopyc-
8C». OH mpepHa3HaueH g OPraHM3ALMM BBICOKOIIPOU3-
BOJVTE/IBHBIX BBIYMCIICHUI, 06pabOTKM OONbLINX JJaHHBIX
U pellleHust 3a/1a4, TPeOyIoIX 06ecrede st MaKCHMAIbHOTO
ypOBHsI MH(OPMAILVOHHOI 6e30IIaCHOCTIL.

CynepKoMIbIOTEPHOE pelleHME COCTOUT U3 CTOEK,
CopieprKalX KOMIIaKTHbIE 4YeTBIPEXIIPOLleCCOPHbIe Oeiifi-
cepBephl € XXUAKOCTHBIM OXJIaXX[eHueM. Takoll crmoco6
TEIJIOOTBEEHNS [T03BOIMI CHUSUTD TabapUThl MOAYIIS, YTO
JaeT BO3MOXKHOCTb PasMECTUTb JO 153 BBIYMCINTENbHBIX
Y3/I0B B O[JHOII CepBepHOII CTOliKe. VIX cyMMapHas BbIYMCIIN-
Te/IbHasA MOIHOCTb COCTABJIAET [0 75 TepadyIonc ABOIHO
TOYHOCTY — OfHA CTOJKAa MOYKET BBIIIOJHATDH [0 75 TpIH
omepanuii ¢ IIaBaplleil 3amAToi 3a cekyHAY. IIpu atom
UTOTOBasA MOIIHOCTb CyNEpKOMIIbIOTEpa MpPaKTUYeCKM He
OrpaHMYeHa, TaK KaK CTOVMKM MOYXHO OOBEMHUTD B eVHbIIA
BBIUMCINUTEbHBIN KIacTep.

Kaxxpoe A1po BOCOMUALEPHOTO MUKpPOIpOIleccopa
«9np6pyc-8C» ¢ 0TEUECTBEHHON apXUTEKTYPOIl «IIbOpyc»
CIIOCOOHO WCIONHATH A0 25 OMeparLuil 3a OfVH TAaKT. ApXu-
TEKTypa Ipolieccopa NO3BO/AeT 3HAYUTETbHO HapalllMBaTh
IIPOM3BOAUTENDHOCTD MPUKIAJHBIX IPOTPaMM 33 CYET MX
ONTUMM3ALUN.

«YeTBepToe IOKO/NIEHNE OTEYECTBEHHBIX MUKPOIPOIlec-
COpoB “nbOPYC” MOAXOMNT Ji/IA BBIIIOTHEHMA C/IOXKHBIX MaTe-
MAaTUYECKUX PACUETOB M MOJENMPOBAHIA HEIPOHHBIX CETEN,
KOTOpbI€ ABJIAIOTCA OCHOBOJ TEXHOJIOTUI MCKYCCTBEHHOTIO
uHTennexTa. OcHOBHOe oT/m4nme Hammx M T-cucrem — BbIco-
K11 ypOoBeHb MH(POPMALMOHHOI 6e30IacHOCTH. “DNbOpychl”
rapaHTMPOBAHHO HE COflep’KaT 3aKIa[oK’, MO3BOJIIOIINX
ya/IeHHO BIVMATH Ha PaboTy CUCTEMBI ¥ HE3aKOHHO CHIU-
MaTh MHQOpPManMio. DTO MO3BOJAET MCIONb30BATh Hall
CYIePKOMIIBIOTEP B YYBCTBUTENbHBIX Cepax, CBA3aHHBIX
¢ 06paboTkoil KoHpUAEHIATBHOI NH(OpMALNI», — CO006-
M/ MCIIONTHUTEbHBIN fupekTop Pocrexa Oner EsTyIuenko.

OT/IM4YNTeNbHBIM CBOJICTBOM Pa3pabOTaHHOTO CYIIePKOM-
IbIOTEpa ABJIAETCA BbICOKast 9HeproaddexrusHocTs. Ha ero
OXJTaXK[IeHJe PAcXOfyeTcsl MeHee 6 % BCero moTpebrIaeMoro
anexTpuuecTsa. [Tofcucrema snmeKTponnTanus obecrednBaeTt
BO3MOYKHOCTb 3KCIUIyaTallM B C/IOXKHBIX YCIOBUAX C pac-
IIMPEHHBIM OVMAaNa30HOM HAIpPsDKEHMM ¥ HMOBBIIIEHHBIM
ypoBHeM noMex. CepBepbl IMEIOT BCTPOEHHBI (PYHKI[MOHAT
I/ YHOaZIeHHOM IMaTHOCTUKY M YIIPaBJIeHNA.

BosMOXXHO IpMMeHeHNe pas3IMYHBIX TEXHOOTUI KOM-
MYTaluy, B TOM YNC/Ie VICIONb30BaHNe OTeYeCTBEHHON CeTn
MEXMAIINHHOIO 06MeHa. KOHCTPYKTHUB CTOMKM IIO3BOJISIET
3aMeHATDb BBIUMC/IUTEIbHBIE Y3/Ibl, OJIOKY IIUTAHWUS Y MOLY-
TN TULPOPETYIMPOBAHNA B PeXIIME «Topsideli 3aMeHbl» 6e3
IpepbIBaHyA pabOTOCIOCOOHOCTI KOMIIIEKCa.

(Ilo mamepuanam, npedocmasneHHuim npecc-cyx6oil 2ockopnopauuu Pocmex)
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